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Abstract—In this paper, we provide distance-aware error
bounds for Kolmogorov Arnold Networks (KANs). We call our
new error bounds estimator DAREK—Distance Aware Error for
Kolmogorov networks. Z. Liu et al. [1] provide error bounds,
which may be loose, lack distance-awareness, and are defined
only up to an unknown constant of proportionality. We review the
error bounds for Newton’s polynomial, which is then generalized
to an arbitrary spline, under Lipschitz continuity assumptions.
We then extend these bounds to nested compositions of splines,
arriving at error bounds for KANs. We evaluate our method by
estimating an object’s shape from sparse laser scan points. We
use KAN to fit a smooth function to the scans and provide error
bounds for the fit. We find that our method is faster than Monte
Carlo approaches, and that our error bounds enclose the true
obstacle shape reliably.

Index Terms—Error bounds, neural networks, splines.

I. INTRODUCTION

Kolmogorov-Arnold Networks (KANs) [1] and its exten-
sions [2]–[7] use B-Spline basis as activation functions. Uti-
lizing splines in neural networks opens the door to more
interpretable and analyzable neural networks [8]–[10]. In this
work, we analyze distance-aware uncertainty estimation on
KANs.

Uncertainty estimation for machine learning models can be
categorized into two classes: probabilistic methods and worst-
case methods. Probabilistic methods estimate probability dis-
tribution of model outputs, while worst-case methods provide
error bounds on the outputs. A popular class of probabilistic
methods [11]–[14] uses Monte Carlo (MC) approaches to
estimate uncertainty, which are architecture invariant and can
be applied to any neural network, including KANs, regardless
of the number of layers or activation functions. However,
these methods ignore the inductive biases embedded into an
architecture resulting from the choice of layers and activation
functions. Additionally, MC uncertainty estimation depends on
training wider networks [12] or training multiple models [11],
which increases their computation cost.

Gaussian processes (GPs) [15] offer architecture-specific
uncertainty quantification, unlike MC sampling methods. The
covariance function [15] determines how the predictions and
uncertainties of a GP model change with the input. In the
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last decade, Deep GPs [16]–[18] have blurred the boundaries
between neural networks and GPs by facilitating the learning
of covariance functions and interpreting neural networks as
GPs. GPs’ limitations are the high computational cost and the
need to store a large amount of training data for inference.

Probabilistic uncertainty approaches are often avoided in
safety-critical applications due to their high computational
cost, large sample size requirements, and reliance on hyper-
parameters [19]. We instead focus on worst-case analysis [20],
which is easier to understand, implement, and debug, while
being more robust and particularly useful with limited data.

We focus on a distance-aware worst-case analysis. An
uncertainty estimator is considered distance-aware if its un-
certainty increases monotonically with the input’s distance
from the training data [21]–[23]. While Z. Liu et al. [1]
do provide error bounds for KAN, these bounds are loose,
lack distance-awareness, and are unknown up to a constant
factor. In contrast, we propose tighter and distance-aware error
bounds to overcome these limitations.

In this paper, we introduce DAREKs (distance aware error
for Kolmogorov networks), which are more interpretable than
traditional neural networks, more efficient than traditional GPs
and provide distance-aware uncertainty bounds. We specifi-
cally make these contributions: 1) establish analytical worst-
case distance-aware error bounds for spline approximation;
2) extend the proposed error bounds to multi-layer splines; 3)
develop a modified KAN architecture that provides distance-
aware error bounds at the test point alongside the prediction;
and 4) validate the scalability and efficacy of our method on
various examples including object shape estimation.

II. BACKGROUND

Let τi:j := {τi, τi+1, . . . , τj} be a sorted sequence of dis-
tinct points, and f : [a, b] → R be an arbitrary function defined
on the closed finite interval, with open bounds at the endpoints
when its value is undefined. The divided differences of any
function f on τi:j are defined recursively as follows [24]:

[τ1]f := f(τ1), [τ1, τ2]f :=
[τ2]f − [τ1]f

τ2 − τ1
,

[τ1:k]f :=
[τ2:k]f − [τ1:k−1]f

τk − τ1
. (1)



Newton’s polynomial of order k, on a set of k+1 input-output
pairs f(τn:n+k) := {(τj , f(τj))}n+k

j=n is defined by [24, p7],

Pk,n[f(τ1:m)](x) := [τn]f +

k∑
i=1

[τn:n+i]f

n+i−1∏
j=n

(x− τj).

Newton’s polynomial is an alternate representation of a poly-
nomial. One can sample any k + 1 unique points on any kth
order polynomial to get one of the many Newton’s polynomial
representations of the given polynomial. As long as the points
are unique, all representations lead to polynomials with the
same coefficients. It means a polynomial f(x) of order k is
identical to its Newton’s polynomial, Pk,n[f(τn:n+k)](x) =
f(x) [24].

Definition 1 (Piecewise polynomial). A piecewise polynomial
f̂(x) of order k on a given set of knots τ1:m is a combination
of m− 1 polynomials f̂[j](x) of order k, as follows:

f̂(x) =

k∑
i=0

ci,jx
k =: f̂[j](x) ∀x ∈ [τj , τj+1),

s. t. f̂[j](τj+1) = f̂[j+1](τj+1). (2)

f̂[j](x) represents the jth polynomial piece of f̂(x). Piecewise-
polynomials are continuous but not necessarily smooth. When
we refer to Pk,j we also mean the [j]th piece of piecewise
polynomial.

B-Splines: A spline of order k is a smooth piecewise-
polynomials of the same order. Any spline of order k that is
differentiable k−1 times can be written as a linear combination
of basis functions known as B-splines [24, p97].

Kolmogorov Arnold Networks: Z. Liu et al. [1] propose
Kolmogorov Arnold Network (KAN) as a composition of 1-D
splines ϕl,i,j : R → R, so that a two-layer KAN can approx-
imate a function f : Rn → R using a model, KAN2(x) =∑2n+1

i=1 ϕ2,1,i(
∑n

j=1 ϕ1,i,j(xj)), where x = [xj ]
n
j=1.

Since the B-splines basis functions depend on the knots
and the model weights are learned from the training data,
KAN is a semi-parametric model. It combines the accuracy
and computational efficiency of parametric models (e.g. neural
networks) with the interpretability of non-parametric models
(e.g. splines, k-nearest neighbors). We use this property to
develop a distance-aware uncertainty estimator for KAN.

Distance Awareness: Distance-aware uncertainty is driven
by the intuition that a model’s prediction uncertainty increases
with distance from the training data. GPs [15] are inherently
distance-aware, as specified by the kernel function. This con-
cept was introduced into deep neural networks via DDU [22]
and DUQ [23] using kernel functions. J. Liu et al. [21] define
distance-awareness as a property of probabilistic estimators.
Here, we extend their definition to make it compatible with
worst-case analysis.

Definition 2 (Input distance awareness). Consider a predictive
model ŷ = f̂(x) that estimates a true function y = f(x)
using in-domain training data inputs XIND ⊂ X . Here, (X ,

d(x,x′)) is a Hilbert space with a corresponding distance
function d(., .). Let uf̂ (x) : X → [0,∞) be an uncertainty
estimator such that for all x ∈ X , the true output is bounded
y ∈ [f̂(x) − uf̂ (x), f̂(x) + uf̂ (x)]. The uncertainty estima-
tor uf̂ (x) is considered distance-aware if it monotonically
increases with the test point’s distance from the training data
d(x,XIND) = minx′∈XIND

d(x,x′).

The critical assumption in all distance-aware uncertainty
estimators is the choice of a distance function that encodes
how the function varies near the training data. Here, we adopt
Lipschitz continuity as the central assumption and introduce an
extended notion of kth-order Lipschitz continuity as follows:

Assumption 1 (kth-order Lipschitz continuity). For any k−1
times differentiable function f : [a, b] → R, the kth-order
Lipschitz constant Lk

f is the ratio of the maximum change in
the (k − 1)th derivative of f to the change in the input,

|f (k−1)(x)− f (k−1)(y)|
d(x, y)

≤ Lk
f ∀x ̸= y (3)

A function is kth order Lipschitz continuous if Lk
f exists.

If we assume a function f and its approximator f̂ to
be first order Lipschitz continuous with constant L1

f , then
a trivial distance-aware uncertainty estimator is uf̂ (x) =

L1
fd(x,XIND). In the next section, we extend this notion to

higher order splines and multi-layer KAN networks.

III. METHOD

In this section, we derive the error bound for the KAN
model in three steps. First, we introduce the error bound on
Newton’s polynomial approximation. Second, we extend this
error bound to arbitrary splines where the error at knots may
not be zero. Lastly, we extend the resulting error bound to
multi-layer KANs through addition and function composition.

Theorem 1 (Newton’s Polynomial error bound [24]). Con-
sider f : [a, b] → R has k + 1 continuous derivatives (that is
f ∈ C(k+1)) and is k + 1th-order Lipschitz continuous with
constant Lk+1

f . Let Pk,j [f(τ1:m)] be Newton’s polynomial fit
that passes through the knots f(τ1:m) := {(τi, f(τi))}mi=1,
for all j ∈ {1, . . . ,m − k}, then the error at test point
x ∈ [τj , τj+1) is bounded as follows:

|f(x)− Pk,j [f(τ1:m)](x)| ≤
Lk+1
f

(k + 1)!

∣∣∣∣∣∣
j+k∏
i=j

(x− τi)

∣∣∣∣∣∣︸ ︷︷ ︸
=:ūf (x;τ1:m)

(4)

The above bound is tight when the k+1th derivative is constant
at the maximum amount, f (k+1)(x) = Lk+1

f .

Due to space constraints, we have included all the proofs
in the supplementary material 1.

We use the error bound for Newton’s polynomial as the basis
of our analysis because it gives tight distance-aware bounds.

1https://arxiv.org/abs/2501.04757



The interpolation error, as defined by Thm. 1, assumes zero
error at the knots. Under various conditions, for example in the
presence of noise, zero error at knots is not possible. The next
Lemma provides an error bound for any spline approximation
with non-zero error at the knots.

Lemma 1 (Piecewise polynomial interpolation at knots).
With the same assumptions as Thm. 1, consider a piecewise
polynomial approximation f̂(x) that does not necessarily
pass through all the knots f(τ1:m). Let f̂[j](x) be the [j]th
polynomial piece of f̂(x) (Def. 1). The error function is defined
as efj (x) := f(x) − f̂[j](x) for all x ∈ [a, b] and has known
values at the knots. Then the error for x ∈ [τj , τj+1) is
bounded by,

|f(x)− f̂(x)| ≤ ūf (x; T ) + |Pk,j [e
f
j ](x)| =: uf (x; T ), (5)

where T = τ1:m and ūf (x) is the error bound from Thm. 1.
The above bound is tight when the inequality in Thm. 1 is
tight and sign(f(x) − Pk,j [f ](x)) = sign(Pk,j [e

f
j ](x)) when

x ∈ [τ1, τm−k). This Lemma holds for any kth order piecewise
polynomial, regardless of how f̂ is computed.

Next, we discuss how the error propagates as we build
compositions of such spline functions. For ease of exposition,
we focus on two-layer case, with the multi-layer and multiple
inputs extension provided in the supplementary material 1.

To extend layer-wise error bound to the two-layer case,
consider a function f(x) : [a, b] → R that is being approxi-
mated by a two-layer architecture f̂(x) = ĥ(

∑n
i=1 ĝi(x)) =

ĥ(1⊤
n ĝ(x)), where 1n is a vector of n ones. We note that any

true function can always be decomposed into the same network
structure as the approximation, f(x) = h(1⊤

n g(x)), and has
infinitely many solutions. For example, when n = 2, one such
decomposition is g1(x) = f(x), g2(x) = 0 and h(x) = x.
Moreover, given any decomposition f(x) = h(g1(x)+ g2(x))
and an invertible function v(x), we can get a new decomposi-
tion f(x) = h′(g′1(x)+ g2(x)) where h′(y) := h(v−1(y)) and
g′1(x) := v(g1(x) + g2(x)) − g2(x). The tightest worst-case
error can be achieved by picking a true decomposition that
minimizes layer-wise error across all possible decompositions.
We will revisit the discussion of picking a true decomposition
in Assumption 2. The next theorem describes the error bounds
with the knowledge of true decomposition values at the knots.

Theorem 2 (Two-layer KAN error bound). Consider a true
two-layer function f(x) : [a, b] → R. We approximate the
true function f(x) using a composition of kth order piecewise
polynomials f̂(x) = ĥ(1⊤

n ĝ(x)). Let the true decomposition
at the knots be given as f(τi) = h(1⊤

n g(τi)) for all τi ∈ τ1:m.
Define the errors at knots as eh(.) := h(.) − ĥ(.) and
eg(.) := g(.) − ĝ(.). Also, assume that the second layer
h is first order Lipschitz continuous with constant L1

h. Let
f, h,g ∈ C(k+1), with known Lipschitz constants, and let ĥ, ĝ
be piecewise polynomials. Then the error bound for the two-
layer approximation is given by:

|f(x)− f̂(x)| ≤ uh(1
⊤
n ĝ(x); Tgm

) + L1
h1

⊤
nug(x; τ1:m), (6)
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Fig. 1. The error bounds of KAN model on cos function. left) one-layer
model, right) uncertainty estimation for a 2-layer DAREK, Ensemble, and
GP on a cosine function. Ensemble and GP’s uncertainty bounds are shown
within the ±3σ range.

where Tgm
:= {1⊤

n ĝ(τi)}mi=1 is input for ĥ layer at knots,
and ug(x) := (ugi)

n
i=1 is the vector error in ĝi spline

approximations as estimated in Lemma 1. The above bound
is tight when h(1)(t) = sign(h(1⊤

n ĝ(x))− ĥ(1⊤
n ĝ(x)))L1

h, for
all t ∈ [1⊤

n ĝ(x),1
⊤
n g(x)].

Thm. 2 shows that lower layer errors ug contribute more to
the final bound than the errors of later layers uh as long as the
Lipschitz constant for later layers L1

h is greater than 1, which is
typical. In such cases, we prefer a true function decomposition
with the smallest errors in earlier layers to reduce propagated
error. Consider a decomposition where g(τi) := ĝ(τi), making
zero error at the knots in the early layer. Note that Thm. 2
needs the true function decomposition only at the knots not
at all points, hence, we do not make any assumption about
g(x) outside the knots x /∈ τ1:m. For h(y) to be a proper
function, no single input to h can map to different outputs.
Therefore, for all x1 ̸= x2, wherever f(x1) ̸= f(x2), if
different inputs do not map to the same intermediate values,
1⊤ĝ(x1) ̸= 1⊤ĝ(x2), then the mapping h : 1⊤ĝ(x) 7→ f(x)
is a valid function. In other words, a true function decomposi-
tion, where all error at knots is concentrated in the last layer,
always exists, as long as earlier layers do not collapse different
inputs to the same intermediate values. While this assumption
is straightforward, it is not always satisfied. Instead, we adopt a
more conservative assumption, that the error at knots is equally
distributed among the layers, leaving the worst-case analysis
of this assumption for future work.

Assumption 2 (Equal division of error). The total function
error at the knots is equally divided among the intermedi-
ate layers. For a two-layer network approximation, f̂(x) =
ĥ(1⊤

n ĝ(x)) the errors at layers ĥ, ĝ can be divided based on
their contribution to the full error as (using Theorem 2),

eh(1⊤ĝ(τi)) = eg1(τi) = · · · = egn(τi) ≥
ef (τi)

1 + nL1
h

, (7)

where ef (τi) = f(τi) − f̂(τi), is the error at knots for the
function f . The corresponding true function decomposition can
be obtained by adding errors to the approximations, gj(τi) =
ĝj(τi)+sign(ef (τi))e

gj (τi) and h(1⊤
n g(τi)) = ĥ(1⊤

n ĝ(τi))+
sign(ef (τi))e

h(1⊤
n ĝ(τi)), where gj is jth element of vector g.

Similar to [21], we also assume an equal division of
Lipschitz constants among all layers. Once we have layer-wise



error at knots, and layer-wise Lipschitz constants, we can use
Thm 2 to find the error bound on the full function. We left
dividing the Lipschitz constant among layers for future work.

Algorithm 1: DAREK
Data: Input-output pairs f(τ1:m), trained model

f̂ = ĥL(. . . ĥ2(ĥ1(x))), test point x∗, order k,
Lipschitz constants L(k+1)

f , L(1)
f .

1 Precompute errors ef = |f(τ i)− f̂(τ i)|.
2 Divide ef among layers, eh1 , . . . , ehL at knots. [Assum. 2]
3 Divide L1

f ,Lk+1
f equally among layers (Lhl =

L
√

Lf ).
4 for l, n ∈ ({0, . . . , L− 1}, {1, . . . , Nhl}) do

/* O(log2(m)) binary search. */
5 Find j such that ŷl,n(τ j) ≤ ŷl,n(x

∗) < ŷl,n(τ j+1).
6 Fit Newton’s Polynomials Pk,j [e

hl,n ] on the knots
{(ŷl,n(τ i), e

hl+1,n(ŷl,n(τ i))}j+k
i=j

7 Find uhl+1,n(ĥl,n(x
∗); ĥl,n(τ1:m)) [Lemma 1].

8 Compute error bound over f [Thm. 2]

DAREK Algorithm: We summarize DAREK in Algo. 1
to compute error bounds for a L-layer spline network with
Nhl

hidden units in layer l. The intermediate layer values
of the network are denoted as ŷ0(x) := x, ŷl(x) :=
ĥl(. . . ĥ2(ĥ1(x))) and f̂(x) = ŷL(x). Note that subscript n
denotes an element of a vector, and j denote jth piece of a
piecewise-polynomial. To understand the algorithm consider
two-layer approximation f̂(x) = ĥ2,1(ĥ1,1(x)+ ĥ1,2(x)). The
algorithm after dividing the prediction error ef and Lipschitz
constant budgets, L(1)

f and L(k+1)
f , among splines (ĥ2,1, ĥ1,1,

and ĥ1,2), it calculates the error of spline using (4) and (5)
for each spline in the network by substituting the knots of the
particular spline in equations, then calculates the error of each
layer (uh2

= uh2,1
and uh1

= uh1,1
+ uh1,2

). Doing that, the
total error can be calculated using (6), uf = uh2

+ L(1)
h2

uh1
.

IV. EXPERIMENTS

In this section, we evaluate our proposed error estimation
for KAN model, DAREK (6), through various experiments.
We start by analyzing a simple model equivalent to a single
spline, followed by comparison of DAREK’s error bound with
the uncertainty estimation of probabilistic models. Finally, we
demonstrate the effectiveness of our approach by estimating
an object’s shape from a single laser scan. All experiments
were conducted using cubic (k = 3) splines, with the first and
(k + 1)th derivative Lipschitz constants set to one.

Spline error bound: We trained a one-layer KAN model on
a cos function using 20 equally spaced points from [−2π, 2π]
as training data, with 9 knots randomly selected from these
samples. The model was trained for 200 epochs with a learning
rate of one. As Fig. 1 (left) depicted, while the fitted model
does not perfectly follow the actual function, the overall error
bound completely covered the true function. The error bounds
between knots grow from one knot and shrink when meeting
another knot.

Comparison with baselines: To the best of our knowledge,
our paper is the first to introduce distance-aware worst-case
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Fig. 2. In the first row, the plots from left to right show the train-test dataset,
the trained model’s predictions, and the interpolation error of each test point.
The second row depicts the prediction of distance from the object boundary
(R) versus the laser scanner angle (θ), the x position of the boundary point,
and the y location of the boundary point.

error bounds under higher-order Lipschitz smoothness. Hence
a comparison with typical baselines is not entirely fair. In any
case, Fig 1 compares 2-layer DAREK with Ensemble and GP.
Ensembles is a Monte Carlo method consisting of q = 10
randomly initialized KAN models. For GP, we use a Radial
Basis Function (RBF) kernel with hyperparameters length
scale and variance equal to one. The ensemble’s uncertainty
does not follow clear patterns, while GP inherently captures
the distance awareness through interpolation. The compari-
son with GP is unfair without explicitly relating Lipschitz
constants to RBF kernel parameters, which is left for future
work. Ensembles have a test-time computational complexity
of O(qLN2

h), where L is the number of layers and Nh is
the number of hidden units per layer. GP has a computational
complexity of O(m3). In comparison, DAREK has a computa-
tional complexity of O(log2(m)LNh)+O(LN2

h) (see Alg. 1),
which is faster than Ensembles as long as m < 2nNh.

Object shape estimation using KAN: In this experiment,
a two-layer KAN with units [2,20,1] and 20 knots was trained
on laser scans to learn the (Signed distance function) SDF
profile of an object whose shape is being estimated. We took
laser scan data from [25]. Fig. 2 top left shows the training,
test samples, and selected knots, while the top middle plot
presents the predicted values at the test points, and the top
right plot displays the prediction error. The red lines indicate
the positions of knots in the input layer. The lower plots, from
left to right, show the prediction error at the boundary with
respect to angle θ of the laser scan, x, and y respectively.

V. CONCLUSION

We derive distance-aware error bounds for KAN models
and validate the error bounds on an object shape estimation
problem. In future work, we plan to address the assumption
of layer-wise error in more detail and evaluate our method on
high-dimensional problems.
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